###### ASSIGNMENT NO: BD2

**TITLE:**

Write a program to generate a pseudorandom number generator for generating the long-term private key and the ephemeral keys used for each signing based on SHA-1 using Python/Java/C++. Disregard the use of existing pseudorandom number generators available.

**PREREQUISITES**

* 64-bit Fedora or equivalent OS with 64-bit Intel-i5/i7
* Python 2.7

**OBJECTIVES:**

1. To develop problem solving abilities using Mathematical Modeling.
2. To understand the use and working of Pseudorandom number generator.

**MATHEMATICAL MODEL:**

Let P be the solution perspective.

Let, S be the System Such that,

A= {S, E, I, O, F, DD, NDD, success, failure}

Where,

S= Start state,

E= End State,

I= Set of Input

O= Set of Out put

F =Set of Function

DD=Deterministic Data

NDD=Non Deterministic Data

Success Case: It is the case a pseudorandom number is generated.

Failure Case: It is the case when some exception occurs and pseudorandom number is not generated.

**THEORY:**

For the purpose of generating pseudorandom number we are using Mersenne Twister Algorithm.

The **Mersenne Twister** is a [pseudorandom number generator](https://en.wikipedia.org/wiki/Pseudorandom_number_generator) (PRNG). It is by far the most widely used general-purpose PRNG.[[1]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-1) Its name derives from the fact that its period length is chosen to be a [Mersenne prime](https://en.wikipedia.org/wiki/Mersenne_prime).

For a *w*-bit word length, the Mersenne Twister generates integers in the range [0, 2*w*−1].

The Mersenne Twister algorithm is based on a [matrix linear recurrence](https://en.wikipedia.org/wiki/Recurrence_relation) over a finite [binary](https://en.wikipedia.org/wiki/Binary_numeral_system) [field](https://en.wikipedia.org/wiki/Field_(mathematics)) *F*2. The algorithm is a twisted[generalised feedback shift register](https://en.wikipedia.org/wiki/Generalised_feedback_shift_register)[[41]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-41) (twisted GFSR, or TGFSR) of [rational normal form](https://en.wikipedia.org/wiki/Rational_normal_form) (TGFSR(R)), with state bit reflection and tempering. The basic idea is to define a series ![x_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAMBAMAAACZySCyAAAALVBMVEX///8EBAS2traenp5QUFAWFhaKiooiIiLm5uYwMDBAQEBiYmJ0dHTMzMwAAAB9dp22AAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAFlJREFUCB1jYLizi/skAxBwHGCvyGsAMrgZWB14wSIMfAYMDLwBQLYdiN8AxK4gBlCQIYqhjWHXBQa7SyEMG9huJjDcOtN1poGBESLNwAA2EsQpPgAV2p0AAOz2EwHaZ1gCAAAAAElFTkSuQmCC) through a simple recurrence relation, and then output numbers of the form ![x_i T](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB8AAAARBAMAAADXimp6AAAAMFBMVEX///8MDAwEBAS2traenp5QUFAWFhaKiooiIiLm5uYwMDBAQEBiYmJ0dHTMzMwAAADdHjBWAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAALVJREFUGBljYIAB/6xdH3f3N8C4DAzbGVi+MLBsQAgEMLB+YOC8ABdgNmBgS2BgdkAIMDDwBzDwTWBgeHua5xZE2L4ARHNe4OisB4oDwXkwxcPAFsAH5jM0gilOBn4HBga+BCDnN1iAgcEfRANVM3+HCoRBaZ6fYAYfQzbDdIbTDxgYuATAAv6PUxkOsL8qYGBgWgAWeH139t0JDEwMDKfktQLAImAC6jSEQMsFBBvMOgM0AwIA1uwnZf3T2kMAAAAASUVORK5CYII=), where ![T](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAOBAMAAADtZjDiAAAAMFBMVEX///8EBARiYmLMzMy2trZ0dHTm5uZQUFCKiooiIiIMDAxAQEAwMDAWFhaenp4AAADGGRm5AAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAFhJREFUCB1j4Pt7+vzqnT8ZuBsY3j9geM3AzsBQz8CQyuDCwHCXgcGPwYGB4TsDgxkDAwPLDyABBEzfIDTnAgjNvwFC+zdAaP0ECH0KQjHIgGmmUx+PAxkApD0UM4P/GJgAAAAASUVORK5CYII=) is an invertible *F*2 matrix called a [tempering matrix](https://en.wikipedia.org/wiki/Tempered_representation).

The general algorithm is characterized by the following quantities (some of these explanations make sense only after reading the rest of the algorithm):

* *w*: word size (in number of bits)
* *n*: degree of recurrence
* *m*: middle word, an offset used in the recurrence relation defining the series ***x***, 1 ≤ *m* < *n*
* *r*: separation point of one word, or the number of bits of the lower bitmask, 0 ≤ *r* ≤ *w* - 1
* *a*: coefficients of the rational normal form twist matrix
* *b*, *c*: TGFSR(R) tempering bitmasks
* *s*, *t*: TGFSR(R) tempering bit shifts
* *u*, *d*, *l*: additional Mersenne Twister tempering bit shifts/masks

with the restriction that 2*nw*−*r* − 1 is a Mersenne prime. This choice simplifies the primitivity test and *k*-distribution test that are needed in the parameter search.

The series ***x*** is defined as a series of *w*-bit quantities with the recurrence relation:

![x_{k+n} := x_{k+m} \oplus ({x_k}^u \mid {x_{k+1}}^l) A \qquad \qquad k=0,1,\ldots](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAa4AAAAXBAMAAAChabagAAAAMFBMVEX///8MDAwEBAS2traenp5QUFAWFhaKiooiIiLm5uYwMDBAQEBiYmJ0dHTMzMwAAADdHjBWAAAAAXRSTlMAQObYZgAABINJREFUWAnVVltoHFUY/tK9TnZndsEXEZWCKARR1pe8aHDBlwqF7ItK1UpAoxWFzoOiFKRbFC8vMoloaNLCKrRqjGH0oYLNwioGQrPCgk+xDQ5eIFqLCypSpdb/P2dm58ytuyRhwcPuOf/l+/5zvp1zziww/DbeGf6cw5hxpDKMWYY/x+zwp9z2jEXHp6477wjngB8KWEeg/2+e2Av+ynPz5hHhLfuxgNUEPnQDLwcS13K2/glnteaqF1rwjN0ejYZScY+1IrwkXTcDv0h47g+F1sf8K5wfcXINGUtdH87t0DdWH7JEiVF1Y+3D4yKYoEvbC4xWBaJwRQyDdKnLYdQ54BYR004dCud25mvNn9Ly0WTVQueNbof9BF255QrSDUHY+FMMg3TFchg1DTzrxj4I53bmX7QySNtc47xaaH5zyWE/QZexRLkuA4xK5NBwOLblxTxqip71adeP03VpvfitCpf2bEeJGRfsrxuK75l1ZICX2HuNvpFCQlcC9wlmpTH4wSiZJ3rXBHOh0YH7RFhAjC6tk3/jqOXm/WGmU3iS2yEOncTrc5HtDehV1jXKCDpQ0UJCVwL3Y2ZV8CoPA7V7j3eEijNiWXV62KTrU5cao6uIbM3oU7mFaThRDCkiXaQOGAOihYSuBO4DXM7BezwM1L44ieMBIOvy6DG6NJSqQGGKOWTENgt8H5/hXFoBFIQug3dsl56XUkiChK4w902ZW6dBP3v2sPQG6I+pB4PxvA+PucQYXcAkJXWbEaJzoYEhTeuWdwNp6bV8u73Wbq/yhGKX+oUkROhCkPv8nTLHun4GvrOk27+/slYJgeje8LZxrK4HCZ83mWSrTOV8ITNFGb4boOoim/ZhukphsVq/ECO9+zDEdXXx66EKHA0vlnlxLXVZL4t473zR2bjWPW/gGcxhz1t8J5KuE8sXapG6TtbWTIxNNIQu7dyl9Yk2gXSHddEHuI7OsVKIQ66uINf9BYD3gRxBJqsMHKAVy/reuSBuDfjdjcQ8r8kfptHC+HPzBCFd5o3y1TLT8Yuk/x2vFZF66v6G0JUbaZVM8Z/cZlETDKTrTS0kubwPQ9yeLvoh7qb0b8o0kpTQ5+3cVAg74+h1yHWepuN2k/yKCDkXNxc2LXx5ANrnizcs2lo3VebS6vvLaG40N1C81cLC4ruLH2EW32Mfg34lXUaNLXov9wqxLxrrCnPljgXK2LpqInP4dhfbb8hWsGQGQQb/752douDDV09Z2m2k6w5yeOXCYPQrd3Fv0+aoZ8RC2Q22/H1lCvD5epFkNDlpfPZ26lE2MCN66mQh6bEu2XyuqyuXMIlHGHzseFDdM9SxW+KwTetuZe9RE75dAv/rY10rdDrGWpxJPXLQ4hGFqhjowheFpOPr8rmurrzj4nc8mF4FPq7hZtQz31CMdI06ma/CWelv4WBF6lrG01ghW2laXTpuIen4unzu/r87nOSztSvNqHplfvSM6FiLhsIRcfuFg+Tvj4n5umRS4TZi4NsK+U/J3Ba/HynnRBGPRUNuRLcSU7uU+A8hFDJ7CYbAsAAAAABJRU5ErkJggg==)

where ![\mid](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAIAAAAUBAMAAABVF/GRAAAAElBMVEX////MzMwwMDDm5uZQUFAAAAANtBbVAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAA9JREFUCB1jcGZQJAI6AgA5BgLXyeU55gAAAABJRU5ErkJggg==) denotes the bitwise [or](https://en.wikipedia.org/wiki/Logical_disjunction), ![\oplus](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAOBAMAAADtZjDiAAAAJ1BMVEX///+2trYwMDAiIiKenp50dHRAQEDm5uaKiopQUFBiYmLMzMwAAAAd9zX4AAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAF5JREFUCB1jYGDYNbOdAQjKoie4LWBg4E5nmMDgxsDAzACkOQIYQkA0gwIQgugQhgQwvZXBatUqIJoK5bswRIPFJzCwgWjGAAbuBUB6J9Dcbe0TJIHmMjBIZoYzMAAA7OgWnMwmQE4AAAAASUVORK5CYII=) the bitwise [exclusive or](https://en.wikipedia.org/wiki/Exclusive_or) (XOR), ![{x_k}^u](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAASBAMAAAC6KaPXAAAAMFBMVEX///8MDAwEBAS2traenp5QUFAWFhaKiooiIiLm5uYwMDBAQEBiYmJ0dHTMzMwAAADdHjBWAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAI9JREFUGBljYIADnn2cCXAOA0PlcvYFSFwGTe4DSFyWBjYDJC7vhve8SFzOtbfOMTC8Pc1zCyHIeYGjs34CnM/DwBbAB+cxcDLwOzAwcCfARfyBLN4NcG4YkMVRAOXyMWQzTGdgmgw13f9xKsMBBrOSWRDp13dn353AcCgSrhfEaDFE4X7gR3YuXwPrZbA0AD2pHxC1Z/jEAAAAAElFTkSuQmCC) means the upper ![w - r](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADAAAAAJBAMAAACGWbLRAAAAMFBMVEX///+KiooiIiIWFhaenp50dHRAQEBQUFAEBATm5uYMDAy2trYwMDBiYmLMzMwAAAA9VNXdAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAI9JREFUCB1j4LuzgWEdZzcDMhA9EJrHwM6ewP2BYSmyOMOFnpkfGbyZL/AaMFxBlmB5+YXhAQPD+wdMBQyRQAm+dyAwAchi+QBSd5mB34EhAMh4cwYELgBZ7ApAgkGd4f0EsASIAwHMIFmGhQzyDCwPICJQkn8DiHGWoX4CK4o4gz+YO+fu01SQFUggBsgGAJ2JKUfGUW4kAAAAAElFTkSuQmCC) bits of ![x_k](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAAMBAMAAABy/puxAAAAMFBMVEX///8MDAwEBAS2traenp5QUFAWFhaKiooiIiLm5uYwMDBAQEBiYmJ0dHTMzMwAAADdHjBWAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAGVJREFUCB1jYHh7mucWAxhwXuDorJ8AZvIwsAXwQUUZ+B0YGLgTwDx/IMm7AcwMA5IcBUCCjyGbYToD02SgKf6PUxkOMJiVzGJgeH139t0JDIciwWpBRIshnPmBnxfK5mtgvcwAAKs9FlGMWGFOAAAAAElFTkSuQmCC), and ![x_{k+1}^l](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACQAAAAYBAMAAABglkJ9AAAAMFBMVEX///8EBAQMDAy2traenp5QUFAWFhaKiooiIiLm5uYwMDBAQEBiYmJ0dHTMzMwAAABAVDD/AAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAALxJREFUGBljYAADswsQGolkMkDiQJgTMUQYqjCF9mIK6WEIcQpgCLGvw7CRbw2KqreneW6hCDBwXuDorJ+AIsbDwBbAhyLCwMnA74AqAuT5Y4gwhAGFuBNA4g5AzPGAgY8hm2E6A+8GkBCQYA98wOD/OJXhAANHAVSIgfEBw+u7s+9OYGCcDHIbSClQCALMSmYBGShCByMZOHet0lq1AaGqxQikGkXVB35eNCG+BtbLECGW82tB6uEgAMwCABRULG2EQeCjAAAAAElFTkSuQmCC) means the lower ![r](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAJBAMAAAASvxsjAAAALVBMVEX///+2trYWFhYiIiJQUFCenp7m5uYEBARiYmLMzMxAQEAwMDB0dHSKiooAAABuMyjQAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAADBJREFUCB1j4D3Nc2oCAwf7trwLDJF5AZwMDAxxQMzA4AwmNcDkQxDJ+gBE8mwAEgAoZAitSnN6dwAAAABJRU5ErkJggg==) bits of ![x_{k+1}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACQAAAANBAMAAAAzjdFVAAAAMFBMVEX///8MDAwEBAS2traenp5QUFAWFhaKiooiIiLm5uYwMDBAQEBiYmJ0dHTMzMwAAADdHjBWAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAJNJREFUCB1jYHh7mucWAwrgvMDRWT8BRYiHgS2AD0WEgZOB34GBgTsBJApkMHA8ABL+QMy7AUgwAAn2oAdARhgQcxQACZAQA9MDBj6GbIbpDEyTQbZChfwfpzIcYDArmYUQen139t0JDIciGTh3rZJatQGkEQJaDEE0VCNE6AM/L5oQXwPrZYgQy/m1EEVQMgBMAwDfDyd/AjzzGwAAAABJRU5ErkJggg==). The twist transformation *A*is defined in rational normal form as:

![
A = \begin{pmatrix} 0 & I_{w - 1} \\ a_{w-1} & (a_{w - 2}, \ldots , a_0) \end{pmatrix}
](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAO8AAAAwBAMAAAALNjBwAAAAMFBMVEX///9iYmIEBAQwMDAWFhYMDAzMzMxQUFDm5uZ0dHRAQECenp6Kioq2trYiIiIAAADR3JRiAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAABHlJREFUWAm1V02IHEUUfpOZ6e6Z6c70EsGbGYhoTBCGEATRQwsBBTEZiPhDUBoTUBTciUHEiw4L60HBnZwSBdlBorB7ScfkKjtIUA/C9p6EXHYCSSBByaxCjK6yedV/9aq7q3p2zRZM1/fe9733erqqq6oBpE3rSqn/RXxaFH2iV6TYGm+O1HHGS2p+6+wpdWiln/DGwoMJVgL99h5PKQjIiq3UfMTZqmu2uaVCq0MVG3HG4yqRdZezuwCUWq7c3eNYjh6QUwCVLmefBXiGWyp0XUUm3I5+ArNgucd9fwMc5JYK/aMiE67USmAWHOUu41+Ab7ipQBYqJ2mPyUXWf5zTMN3X3FSgEpkYChm8LyfrDudY4QPcVKByR0ESatUjhgibZG6xRz3hrGkLWW4IFjF2DIghwiV6Tzi5rom0xJruU+KnR6hFcb1FLQGfp9bEr9O8S8NAWrhxR9BR40VqPARA5hplUhhnQulbq/1l5JYWZoMXtN+jnnd/cQgw69ZG1JbiPQA/P63bxyOBtDBE77u5nk5l4bDypk22SRjn/ngCYG/FK9UWFxcXQP6o4VCYvC6UYb5a5lb4bahRY9SEHyOJ/B9HU+is8GBZlC4ffXVdMAdvgF1YeLfLJJqfWWLr4yh2893C6Sk3jLrwp/B20VTzPrMa8Dp1MryzlfbcX3vZY/n8cHmoH2LtcFCh0gq6bbssDVlqN7sSVzvbVjNIvMoGAef+kXSZbS9sY8W3AOZ7qcrbXXiaFfYAln3shTHupO7kPpurWNjEnMJexGpMMqtLLlNusn0V6pf6AFcQitsZOsrj4oS/FEuyinIv8OGsfndjCPqRfSnJBAuI1k7FTGRGUeF7nBOhFx+eyn5OXLHrqUASLpk56lrx/lvJCZvAdTHQRJtEVq9l9quMJt7tM4Ta0Qxo+REu3K+sk1NdWZ7fkFDxYtyvU9F3X8VjBDm1izoIl+zL2fme6F5ApOITIQOmEz/Dch9NY01gqREc4LU70HSpl+K9uJ+qeKqFaReiHV5nj9CUT6FlF/myA98J8TeINc7yK7t8IqDwIDRa8OYZFw+DA/Qr3tY5dmNNG8hXMoBwUMYXLsUbtoWPIbetgT6C58CJClfbuSrm3NnBy7SX+jylhyjEKd4ag+Sopq1DxbY68Dz+WRsTzw3xkt9MNiRzrrFekx2UX8vyviE5qqF/zvvCgZs4PENM/F5+0cD7Ml6rnn73e9lB+ckcvt6F2T5O2lfDX2LAMfj4sxUHrmKMj4kfVRRmW7S2YH/Qlx2UcQHJ8OibcbAofv+yH8ywu3gYwdun9Q9rDhu4Klo11YJc7aKCNdlBeTakKd+wDQCsJbZaZOIYH8MJilbVFhWC1YjvSnZQrnuhnvArn+B2OxTSoGHGjlegA8DeyB9iT25/K/ZKDsrGKBIkvLaxMQYtup84GuCdGF4544M1wIe/P/bk9jOZDCnZhZQdmsn/S9hhghCU2a9LPRksXQxipenGaBP9WdReLtBfKuC3SjecgsjGoECwRfrzHgu8B0dm/31ue+iUAAAAAElFTkSuQmCC)

with *In*− 1 as the (*n* − 1) × (*n* − 1) identity matrix. The rational normal form has the benefit that multiplication by *A* can be efficiently expressed as: (remember that here matrix multiplication is being done in *F*2, and therefore bitwise XOR takes the place of addition)

![
\boldsymbol{x}A = \begin{cases}\boldsymbol{x} \gg 1 & x_0 = 0\\(\boldsymbol{x} \gg 1) \oplus \boldsymbol{a} & x_0 = 1\end{cases}
](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPoAAAA8BAMAAAC9c7qnAAAAMFBMVEX///90dHRQUFAEBARiYmKenp62traKiooWFhZAQEDm5uYMDAwiIiIwMDDMzMwAAAAWceISAAAAAXRSTlMAQObYZgAABNdJREFUWAnFWE2IHEUUfj2Z7pnpmanZRBByEFYRXP/QkwcPcVn2YCDiHDxILtvixeDB8SB62yEkmoSgGyJkNYRtFJElyG5ARRbBEQRj4s8aD2pc2DZIIIfgiNls3PyMr6q6anq6qqs7GTsWQ9er9716X3dVd7/+BiCllU6lBOQKr47nmt6cvLZmxvNFn27lm9+YnVwxwjmDhfWcCYzpqzeMcM5gY8NAMG/A0iH30ERaUKObHOF8noxlQKpBaTklzMDunjmYMtkMPwXwmDkCYuzHAngokFNWpHUrxm6APSnzYuzOft/5xhdzhmP/C+AXkSmh5+wXT5+dfYNFlPaAjSfNW1b237cX7xJzZO/is3xUjvQGY3fedHrvfsEDrBOAP94ysrsjtVPTPp9S2UcbvWEIsh/mzsQjYy97du+Da2FMYS8U+TpARvYilEeJwkDZf1K8gw7GTqB4BQIBzH8P86+zQUZ2FxpNgHNbZAY2ma78aZEzoef7DrVLfdw+AfbHbJiRHWAKww9Au5+DWnjXnRz0KCPOHjTWQKwd3vPkO58FZmYfA3AWYS9O6u87ZH3i3t+Y6sJ2fmZkJXBXPG5nZCewHz602vAlnyWOOwAuCzuhZ9f+Z+etrr3EItxZzx3DXWQt7XENw6bO74bxYhu+CsdhdzywOoMeZcTYC/vuPPmrz7AnW4A/3h7uneHOcJzUXdg8v9nHa4+92UisytQ8JUF41wn/ayPw7LgY3FSP+/6JecK0WNJ+WIwdA3b2wZuylmDRHD83ouALbcV1i45dWzzjTGthVMFfmlFcOTnON1SqR5o5kYm0soA1qx3hE717TVg59bKAOVBrU47I6wjK23JiFWllASNQf1Q4RX84EFZOvSxgW9+Z7cY4yrdBQfICRnywNmLsVfU2jEUMPQwLmA1QYm/96L7/Fgyd3pxAFLAWgK3o1fLj5slDo2EBc3CRCRb8wUbyfuJ4ASM/4IfO2N/KPs95g6dze0fTy4yvGBhoLc8ADgUtLLLpryYmoUrybCJqBFxlpePhvMISvgJxEMdMSV7UABlcL3bSgjh73UuI40qy3mQwmbjPT4jTuT8a6+jcUR9nL0ddxxQlabOlcQ+ds9+OBqbZ9U5aBGffGg3TKMkuxS/4BbBnopEpdlb2rzGPLMSgKkn6pQ4dKAC8TC336ME7WtQIm1ZFAmRlR+EkCzFmVJTkj9TZpOx1Svj8ktsboQZvehWZnR3ft7IQ04xxJXkP+pAX2fEcwH3CA/zJpleR2dm7+BY2KUmqcyqMneA1V64C6UluPButiszOvkFzGZQkZa9NTu6YnJxA9uo/YA3WB62KzLzv9PvKpCTpg8av3caVb6xD/ZKDLtm0KjIz+6cAohDTjIqS/BmdVkD3HX/QuAyb1l6ggbwlqMjM7HhPG5Uknh3ADKV+Do3KOszdOMKZ6TFBRUK93Y/RW/JtY1SSi3TyH8hORqn14LevfMYMOsDXkF5FFlavP8ADEo+c/XgUV5VkaZTi5Mh7zr3RwAE7XUUOhPMBZ6/gvSQb2jvlgBm1gHXO/Xf7zNAeUlWkZhZndzsaqO/a1TeTrTQVqZtZZY86PKPDpG9ZWv+xUeEfmqXAkNfyDeBQUO4fteazm2uZ8XzRctq/WvnSr/6vF186kOPV/QujtHogAHgYUQAAAABJRU5ErkJggg==)

where *x*0 is the lowest order bit of *x*.

As like TGFSR(R), the Mersenne Twister is cascaded with a [tempering transform](https://en.wikipedia.org/wiki/Tempered_representation) to compensate for the reduced dimensionality of equidistribution (because of the choice of *A*being in the rational normal form). Note that this is equivalent to using the matrix *A****where*** **A** = *T*−1*AT* for *T* an invertible matrix, and therefore the analysis of characteristic polynomial mentioned below still holds.

As with *A*, we choose a tempering transform to be easily computable, and so do not actually construct *T* itself. The tempering is defined in the case of Mersenne Twister as

***y*** := ***x*** ⊕ ((***x*** >> *u*) & ***d***)

***y*** := ***y*** ⊕ ((***y*** << *s*) & ***b***)

***y*** := ***y*** ⊕ ((***y*** << *t*) & ***c***)

***z*** := ***y*** ⊕ (***y*** >> *l*)

where ***x*** is the next value from the series, ***y*** a temporary intermediate value, ***z*** the value returned from the algorithm, with <<, >> as the bitwise left and right shifts, and & as the bitwise [and](https://en.wikipedia.org/wiki/Logical_conjunction). The first and last transforms are added in order to improve lower-bit equidistribution. From the property of TGFSR, ![s + t \ge \lfloor w/2 \rfloor - 1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJcAAAAVBAMAAAC5yWGZAAAAMFBMVEX///9QUFAEBAQwMDBAQEAMDAyenp62trYiIiKKiorMzMwWFhZ0dHRiYmLm5uYAAAAbSzRxAAAAAXRSTlMAQObYZgAAAjNJREFUOBGVkjFoFEEUhv/lvNu9ze56YDqxsBbUYGEwnFwhWKSxsBBsthAEqwPtRDLBxkrTi7BgFzlZJYiwCFtYXpEmhQmRRSxsBEEIGvXOeW9mbmezriEDN+9///zvu7nbBY64OkfMH4iHiW08003VtRP/1ceG9vEluPOr0qi60vhsp4x2r5EaFaY/MCbwAF5ah7k3ZgOWcGQSCF4VxqvcoZtjAPd3DRYtvDV5rkJ1cz2u3Y1E9dWbeQVOA99rMGBRx1URqhyPVe08HCpRudkXYAP40QT7Os7VkOBy68kVDXEfKUGw0UW0k09SjCnk/2mCpdE+UyBU2VFF7v4S0wjWm8cK2jnwmE6dsw2wrkBCARgYPXe9tnISEtYZvsMOwhiRIGdF4ukrKov+M/fXtvaEqnu6RbS1yZLG/H2sIigQrpH1Rn4UbJ3WS47xA3g6jWWznGVnskxI+ISPgOhkrhSNhSn2EAAeWS0iMsy/QKvPOYKtwxPc6J8ZphG3/jJfQmoa83r+hGDP6ewDXHMzjqqNYNcRDFQnuLQGIVV3MeZWbgRrr3W/4Q5xAPneOg2wy5DvIS/Bu5ffpnpXEvQiWGvTmSAHUund39099Q/YkjwajT/qIcG10491bwrBov72e/mK+QNpnptOf9ZhJ6YLhZmQVVjalgTTy4mNUg9g1tXE+ZqjDAs2V0YstzQb1IuMVo9OrbF7ZdpyS/NwZY1dLdOWW5qHq/BmlujU7J8IstfGswB/AVlLgyYlm4yzAAAAAElFTkSuQmCC) is required to reach the upper bound of equidistribution for the upper bits.

The coefficients for MT19937 are:

* (*w*, *n*, *m*, *r*) = (32, 624, 397, 31)
* *a* = 9908B0DF16
* (*u*, *d*) = (11, FFFFFFFF16)
* (*s*, *b*) = (7, 9D2C568016)
* (*t*, *c*) = (15, EFC6000016)
* *l* = 18

Note that 32-bit implementations of the Mersenne Twister generally have *d* = FFFFFFFF16. As a result, the *d* is occasionally omitted from the algorithm description, since the bitwise [and](https://en.wikipedia.org/wiki/Logical_conjunction) with *d* in that case has no effect.

The coefficients for MT19937-64 are:[[42]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-42)

* (*w*, *n*, *m*, *r*) = (64, 312, 156, 31)
* *a* = B5026F5AA96619E916
* (*u*, *d*) = (29, 555555555555555516)
* (*s*, *b*) = (17, 71D67FFFEDA6000016)
* (*t*, *c*) = (37, FFF7EEE00000000016)
* *l* = 43

**CONCLUSION:**

Hence, we have written program which is capable of generating pseudorandom number without using existing pseudorandom number generator available.

#!/usr/bin/env python2

# -\*- coding: utf-8 -\*-

"""

Based on the pseudocode in https://en.wikipedia.org/wiki/Mersenne\_Twister.

Generates uniformly distributed 32-bit integers in the range [0, 232 − 1] with the MT19937 algorithm

Yaşar Arabacı <yasar11732 et gmail nokta com>

"""

# Create a length 624 list to store the state of the generator

MT = [0 for i in xrange(624)]

index = 0

# To get last 32 bits

bitmask\_1 = (2 \*\* 32) - 1

# To get 32. bit

bitmask\_2 = 2 \*\* 31

# To get last 31 bits

bitmask\_3 = (2 \*\* 31) - 1

def initialize\_generator(seed):

"Initialize the generator from a seed"

global MT

global bitmask\_1

MT[0] = seed

for i in xrange(1,624):

MT[i] = ((1812433253 \* MT[i-1]) ^ ((MT[i-1] >> 30) + i)) & bitmask\_1

def extract\_number():

"""

Extract a tempered pseudorandom number based on the index-th value,

calling generate\_numbers() every 624 numbers

"""

global index

global MT

if index == 0:

generate\_numbers()

y = MT[index]

y ^= y >> 11

y ^= (y << 7) & 2636928640

y ^= (y << 15) & 4022730752

y ^= y >> 18

index = (index + 1) % 624

return y

def generate\_numbers():

"Generate an array of 624 untempered numbers"

global MT

for i in xrange(624):

y = (MT[i] & bitmask\_2) + (MT[(i + 1 ) % 624] & bitmask\_3)

MT[i] = MT[(i + 397) % 624] ^ (y >> 1)

if y % 2 != 0:

MT[i] ^= 2567483615

if \_\_name\_\_ == "\_\_main\_\_":

from datetime import datetime

now = datetime.now()

initialize\_generator(now.microsecond)

for i in xrange(5):

"Print 100 random numbers as an example"

print extract\_number()

'''

C:\Users\neera\Documents\be-2\BD2(no writeup)>python rngmt.py

2830386514

514528569

2208694548

302490786

331860162

'''